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Getting the books Software Engineer now is not type of challenging means. You could not lonely going considering ebook collection or library
or borrowing from your friends to entry them. This is an definitely simple means to specifically get lead by on-line. This online message
Software Engineer can be one of the options to accompany you like having other time.

It will not waste your time. believe me, the e-book will utterly appearance you extra issue to read. Just invest little epoch to open this on-
line publication Software Engineer as competently as evaluation them wherever you are now.

Software Engineering from Scratch Pragmatic Bookshelf
Pioneering software engineer Capers Jones has written
the first and only definitive history of the entire
software engineering industry. Drawing on his
extraordinary vantage point as a leading practitioner for
several decades, Jones reviews the entire history of IT
and software engineering, assesses its impact on
society, and previews its future. One decade at a time,
Jones assesses emerging trends and companies, winners
and losers, new technologies, methods, tools, languages,
productivity/quality benchmarks, challenges, risks,
professional societies, and more. He quantifies both
beneficial and harmful software inventions; accurately
estimates the size of both the US and global software
industries; and takes on "unexplained mysteries" such as
why and how programming languages gain and lose
popularity.

Professional Awareness in Software Engineering Simon
and Schuster
11 simple practices a software engineer can apply to be
more a more effective contributor and more productive
team member. Included are personal processes for fixing
bugs and implementing new features, tips for writing,
interviewing, and time management, as well as guides for
bootstrapping new projects, making technical arguments,
and leading a team.

What Every Engineer Should Know about Software Engineering
Apress
It is my belief that software engineers not only need to know
software engineering methods and processes, but that they also
should know how to assess them. Conse quently, I have taught
principles of experimentation and empirical studies as part of
the software engineering curriculum. Until now, this meant
selecting a text from another discipline, usually psychology, and
augmenting it with journal or confer ence papers that provide
students with software engineering examples of experi ments
and empirical studies. This book fills an important gap in the
software engineering literature: it pro vides a concise,
comprehensive look at an important aspect of software engineer
ing: experimental analysis of how well software engineering
methods, methodologies, and processes work. Since all of these
change so rapidly in our field, it is important to know how to
evaluate new ones. This book teaches how to go about doing
this and thus is valuable not only for the software engineering
stu dent, but also for the practicing software engineering
professional who will be able to • Evaluate software
engineering techniques. • Determine the value (or lack thereof)
of claims made about a software engineer ing method or process
in published studies. Finally, this book serves as a valuable
resource for the software engineering researcher.
Security for Software Engineers Newnes
A human-centric guide to solving complex problems in engineering
management, from sizing teams to handling technical debt. There’s a
saying that people don’t leave companies, they leave managers.
Management is a key part of any organization, yet the discipline is often
self-taught and unstructured. Getting to the good solutions for complex
management challenges can make the difference between fulfillment and
frustration for teams—and, ultimately, between the success and failure
of companies. Will Larson’s An Elegant Puzzle focuses on the

particular challenges of engineering management—from sizing teams to
handling technical debt to performing succession planning—and
provides a path to the good solutions. Drawing from his experience at
Digg, Uber, and Stripe, Larson has developed a thoughtful approach to
engineering management for leaders of all levels at companies of all sizes.
An Elegant Puzzle balances structured principles and human-centric
thinking to help any leader create more effective and rewarding
organizations for engineers to thrive in.
A Smart Guide for Your Career as a Software Engineer Pragmatic
Bookshelf
Software Engineering: A Methodical Approach (Second Edition)
provides a comprehensive, but concise introduction to software
engineering. It adopts a methodical approach to solving software
engineering problems, proven over several years of teaching, with
outstanding results. The book covers concepts, principles, design,
construction, implementation, and management issues of software
engineering. Each chapter is organized systematically into brief,
reader-friendly sections, with itemization of the important points to
be remembered. Diagrams and illustrations also sum up the salient
points to enhance learning. Additionally, the book includes the
author’s original methodologies that add clarity and creativity to
the software engineering experience. New in the Second Edition are
chapters on software engineering projects, management support
systems, software engineering frameworks and patterns as a
significant building block for the design and construction of
contemporary software systems, and emerging software engineering
frontiers. The text starts with an introduction of software engineering
and the role of the software engineer. The following chapters
examine in-depth software analysis, design, development,
implementation, and management. Covering object-oriented
methodologies and the principles of object-oriented information
engineering, the book reinforces an object-oriented approach to the
early phases of the software development life cycle. It covers various
diagramming techniques and emphasizes object classification and
object behavior. The text features comprehensive treatments of:
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Project management aids that are commonly used in software
engineering An overview of the software design phase, including a
discussion of the software design process, design strategies,
architectural design, interface design, database design, and design and
development standards User interface design Operations design
Design considerations including system catalog, product
documentation, user message management, design for real-time
software, design for reuse, system security, and the agile effect Human
resource management from a software engineering perspective
Software economics Software implementation issues that range from
operating environments to the marketing of software Software
maintenance, legacy systems, and re-engineering This textbook can
be used as a one-semester or two-semester course in software
engineering, augmented with an appropriate CASE or RAD tool. It
emphasizes a practical, methodical approach to software engineering,
avoiding an overkill of theoretical calculations where possible. The
primary objective is to help students gain a solid grasp of the activities
in the software development life cycle to be confident about taking on
new software engineering projects.
Good Code, Bad Code Apress
In the Guide to the Software Engineering Body of Knowledge
(SWEBOK(R) Guide), the IEEE Computer Society establishes a
baseline for the body of knowledge for the field of software
engineering, and the work supports the Society's responsibility to
promote the advancement of both theory and practice in this field. It
should be noted that the Guide does not purport to define the body
of knowledge but rather to serve as a compendium and guide to the
knowledge that has been developing and evolving over the past four
decades. Now in Version 3.0, the Guide's 15 knowledge areas
summarize generally accepted topics and list references for detailed
information. The editors for Version 3.0 of the SWEBOK(R) Guide
are Pierre Bourque (Ecole de technologie superieure (ETS),
Universite du Quebec) and Richard E. (Dick) Fairley (Software and
Systems Engineering Associates (S2EA)).
What Every Engineer Should Know about Software Engineering
CRC Press
Software Engineer's Reference Book provides the fundamental
principles and general approaches, contemporary information, and
applications for developing the software of computer systems. The
book is comprised of three main parts, an epilogue, and a
comprehensive index. The first part covers the theory of computer
science and relevant mathematics. Topics under this section include
logic, set theory, Turing machines, theory of computation, and
computational complexity. Part II is a discussion of software
development methods, techniques and technology primarily based

around a conventional view of the software life cycle. Topics discussed
include methods such as CORE, SSADM, and SREM, and formal
methods including VDM and Z. Attention is also given to other
technical activities in the life cycle including testing and prototyping.
The final part describes the techniques and standards which are
relevant in producing particular classes of application. The text will
be of great use to software engineers, software project managers, and
students of computer science.
Building Great Software Engineering Teams John Wiley & Sons
Software engineering education has a problem: universities and
bootcamps teach aspiring engineers to write code, but they leave
graduates to teach themselves the countless supporting tools
required to thrive in real software companies. Building a Career
in Software is the solution, a comprehensive guide to the
essential skills that instructors don't need and professionals never
think to teach: landing jobs, choosing teams and projects, asking
good questions, running meetings, going on-call, debugging
production problems, technical writing, making the most of a
mentor, and much more. In over a decade building software at
companies such as Apple and Uber, Daniel Heller has mentored
and managed tens of engineers from a variety of training
backgrounds, and those engineers inspired this book with their
hundreds of questions about career issues and day-to-day
problems. Designed for either random access or cover-to-cover
reading, it offers concise treatments of virtually every non-
technical challenge you will face in the first five years of your
career—as well as a selection of industry-focused technical topics
rarely covered in training. Whatever your education or technical
specialty, Building a Career in Software can save you years of
trial and error and help you succeed as a real-world software
professional. What You Will Learn Discover every important
nontechnical facet of professional programming as well as
several key technical practices essential to the transition from
student to professional Build relationships with your employer
Improve your communication, including technical writing,
asking good questions, and public speaking Who This Book is
For Software engineers either early in their careers or about to
transition to the professional world; that is, all graduates of
computer science or software engineering university programs
and all software engineering boot camp participants.
Encyclopedia of Software Engineering Three-Volume Set (Print) Yaknyam
Publishing
Starting a career as a software engineer without a computer science degree

is a long and difficult journey, Hasan Armstrong discovered this whilst
attempting to switch from a career in healthcare to software engineering.
He now works as a software engineer and incorporates all the lessons he has
learnt in this book. This book will provide a roadmap to getting a job as a
software engineer without a computer science degree, as well as providing
solutions to the obstacles you may face along the way, like learning new
programming languages, handling interview questions, negotiating job
offers and much more. Through his youtube channel, Hasan has helped
several thousands of people learn to code. What you will learn in this book?
How to determine if a job as a software engineer is even for you? Should
you become a front-end, backend or full stack software engineer? Mindsets
and habits of software engineers who seek excellence. Programming topics
you will need to learn and practice before you can start applying for
software engineering roles. Practices to stay healthy, avoid burnout
syndrome and remain happy and fulfilled as a self-taught software engineer.
Increase the likelihood of landing a software engineering role, by creating a
personal brand, a CV that stands out and finding companies you want to
work for. Mindsets and habits of exceptional software engineers Interviewer
asks "What kind of salary do you expect for this role?" - How should you
reply? You've started working as a software engineer. How can you climb
the career ladder? The dark side of working as a software engineer. How
should you handle workplace politics, mental health issues and technical
debt? We are keen to help you land a software engineering role and help
you progress in that role. So if you want to know if software engineering is
for you, in the process of learning to code or applying for software
engineering roles this book is worth purchasing. **Buy the paperback
version of this book, and get the kindle version absolutely FREE**
The Software Engineer's Guidebook Mike Nikles
This collection of papers addresses the growing concern that software
engineers should be aware of their professional environment. It bridges the
gap between the technical requirements of the software engineer and the
broader issues of professionalism in industry. Covering relevant
professional and quality issues, these papers have been written by experts in
the field and aim to stimulate further discussion and thought.
Software Engineer's Reference Book Morgan & Claypool Publishers
Want to venture into software engineering, but don't know where to begin?
Now that technology has made its way to all industries, knowing how to
wield its power has become a must-have skill. Yet although tech based
competencies are a necessity, most people still hesitate to develop their
skills, intimidated by the amount of material available. Software
engineering is no exception. Many people think having a degree is an
absolute must before you can become a software engineer. But that's
simply not true. Kickstart your software engineering journey with How to
Transition Into Software Engineering in 120 Days! Use this book as a
guide for navigating the technicalities of software engineering. Tackle basic
and advanced competencies in computer science and development. Unlike
overly complicated books, ours aim to help beginners new to the field and
concepts of software engineering, while also supplementing the knowledge
base of experts and professionals. With our help, you can build your
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arsenal and equip yourself with tools you'll need for a career in software
engineering--all in 120 days. Combine theoretical concepts and hone your
craft with the help of our book's no-fuss and easy-to-understand approach.
Learn how to solve problems, innovate solutions, and bring your skills up to
industry standards. In this book, you'll encounter: � Practical guides on
how to manage clients, projects, and build your profile � Methods to
effectively showcase your skills and potential to future employers � An in-
depth guide on how to fast-track your future software engineering
career--the right way � Up-to-date collection and suggestions of printed
and online resources The future is for the technically savvy. Add How to
Transition Into Software Engineering in 120 Days to your cart TODAY!
Building a Career in Software Pearson Education
A comprehensive review of the life cycle processes, methods,
and techniques used to develop and modify software-enabled
systems Systems Engineering of Software-Enabled Systems
offers an authoritative review of the most current methods and
techniques that can improve the links between systems
engineering and software engineering. The author—a noted
expert on the topic—offers an introduction to systems
engineering and software engineering and presents the issues
caused by the differences between the two during development
process. The book reviews the traditional approaches used by
systems engineers and software engineers and explores how they
differ. The book presents an approach to developing software-
enabled systems that integrates the incremental approach used
by systems engineers and the iterative approach used by
software engineers. This unique approach is based on
developing system capabilities that will provide the features,
behaviors, and quality attributes needed by stakeholders, based
on model-based system architecture. In addition, the author
covers the management activities that a systems engineer or
software engineer must engage in to manage and lead the
technical work to be done. This important book: Offers an
approach to improving the process of working with systems
engineers and software engineers Contains information on the
planning and estimating, measuring and controlling, managing
risk, and organizing and leading systems engineering teams
Includes a discussion of the key points of each chapter and
exercises for review Suggests numerous references that provide
additional readings for development of software-enabled
physical systems Provides two case studies as running examples
throughout the text Written for advanced undergraduates,
graduate students, and practitioners, Systems Engineering of
Software-Enabled Systems offers a comprehensive resource to

the traditional and current techniques that can improve the links
between systems engineering and software engineering.
A Philosophy of Software Design Addison-Wesley Professional
In my first few years as a developer I assumed that hard work
was all I needed. Then I was passed over for a promotion and
my manager couldn’t give me feedback on what areas to
improve, so I could get to the senior engineer level. I was
frustrated; even bitter: not as much about missing the
promotion, but because of the lack of guidance. By the time I
became a manager, I was determined to support engineers
reporting to me with the kind of feedback and support I wish I
would have gotten years earlier. And I did. While my team
tripled over the next two years, people became visibly better
engineers, and this progression was clear from performance
reviews and promotions. This book is a summary of the advice
I’ve given to software engineers over the years – and then
some more. This book follows the structure of a “typical”
career path for a software engineer, from starting out as a fresh-
faced software developer, through being a role model
senior/lead, all the way to the staff/principle/distinguished
level. It summarizes what I’ve learned as a developer and how
I’ve approached coaching engineers at different stages of their
careers. We cover “soft” skills which become increasingly
important as your seniority increases, and the “hard” parts of
the job, like software engineering concepts and approaches
which help you grow professionally. The names of levels and
their expectations can – and do! – vary across companies.
The higher “tier” a business is, the more tends to be expected
of engineers, compared to lower tier places. For example, the
“senior engineer” level has notoriously high expectations at.
Google (L5 level) and Meta (E5 level,) compared to lower-tier
companies. If you work at a higher-tier business, it may be useful
to read the chapters about higher levels, and not only the level
you’re currently interested in. The book is composed of six
standalone parts, each made up of several chapters: Part 1:
Developer Career Fundamentals Part 2: The Competent
Software Developer Part 3: The Well-Rounded Senior Engineer
Part 4: The Pragmatic Tech Lead Part 5: Role Model Staff and
Principal Engineers Part 6: Conclusion Parts 1 and 6 apply to all
engineering levels, from entry-level software developer, to
principal-and-above engineer. Parts 2, 3, 4, and 5 cover
increasingly senior engineering levels and group together topics

in chapters, such as “Software Engineering,”
“Collaboration,” “Getting Things Done,” etc. Naming and
levels vary, but the principles of what makes a great engineer
who is impactful at the individual, team, and organizational
levels, are remarkably constant. No matter where you are in your
career, I hope this book provides a fresh perspective and new
ideas on how to grow as an engineer. Praise for the book “From
performance reviews to P95 latency, from team dynamics to
testing, Gergely demystifies all aspects of a software career. This
book is well named: it really does feel like the missing guidebook
for the whole industry.” – Tanya Reilly, senior principal
engineer and author of The Staff Engineer's Path "Spanning a
huge range of topics from technical to social in a concise
manner, this belongs on the desk of any software engineer
looking to grow their impact and their career. You'll reach for it
again and again for sage advice in any situation." – James
Stanier, Director of Engineering at Shopify, author of
TheEngineeringManager.com
Systems Engineering of Software-Enabled Systems Stripe Press
Key concepts and best practices for new software engineers — stuff critical
to your workplace success that you weren’t taught in school. For new
software engineers, knowing how to program is only half the battle.
You’ll quickly find that many of the skills and processes key to your
success are not taught in any school or bootcamp. The Missing README
fills in that gap—a distillation of workplace lessons, best practices, and
engineering fundamentals that the authors have taught rookie developers at
top companies for more than a decade. Early chapters explain what to
expect when you begin your career at a company. The book’s middle
section expands your technical education, teaching you how to work with
existing codebases, address and prevent technical debt, write production-
grade software, manage dependencies, test effectively, do code reviews,
safely deploy software, design evolvable architectures, and handle incidents
when you’re on-call. Additional chapters cover planning and
interpersonal skills such as Agile planning, working effectively with your
manager, and growing to senior levels and beyond. You’ll learn: How to
use the legacy code change algorithm, and leave code cleaner than you
found it How to write operable code with logging, metrics, configuration,
and defensive programming How to write deterministic tests, submit code
reviews, and give feedback on other people’s code The technical design
process, including experiments, problem definition, documentation, and
collaboration What to do when you are on-call, and how to navigate
production incidents Architectural techniques that make code change
easier Agile development practices like sprint planning, stand-ups, and
retrospectives This is the book your tech lead wishes every new engineer
would read before they start. By the end, you’ll know what it takes to
transition into the workplace–from CS classes or bootcamps to
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professional software engineering.
Software Engineering at Google National Geographic Books
Do you want to earn a six figure income, work from anywhere, live a
lifestyle of your choosing and be a part of the people who develop the next
generation software applications? Are you a software engineer already, but
want to change jobs or advance in your current role to get promoted? If
that is you, congratulations! The bad news is that there are thousands of
other people just like you with more starting that journey every day. Each
one of them is a potential competitor when you look for your next job.
They may even be your co-worker and friend who also want to get
promoted! A Smart Guide for Your Career as a Software Engineer is
exactly the book you want to read. You learn what it takes to stand out
among the crowd, how to impress the interviewers and most importantly,
how to be an employee that gets promoted because you add value and
come across as professional, well organized and energized. The book is
structured around the following topics: - Why become a software engineer?
- How to become a software engineer? - Job search - Resume / Curriculum
Vitae (CV) - Interviews - Offer negotiations - First day - First 100 days -
Promotions - Teamwork - Leaving the company Read it cover to cover or
jump to the topic that most applies to your current situation. Armed with
the knowledge, advice, tips & tricks and templates in this book, your
chances of getting that next job or being promoted rather than your co-
worker are significantly higher than without reading this book.
The Passionate Programmer CRC Press
Software is important because it is used by a great many people
in companies and institutions. This book presents engineering
methods for designing and building software. Based on the
author’s experience in software engineering as a programmer
in the defense and aerospace industries, this book explains how
to ensure a software that is programmed operates according to
its requirements. It also shows how to develop, operate, and
maintain software engineering capabilities by instilling an
engineering discipline to support programming, design, builds,
and delivery to customers. This book helps software engineers
to: Understand the basic concepts, standards, and requirements
of software engineering. Select the appropriate programming
and design techniques. Effectively use software engineering tools
and applications. Create specifications to comply with the
software standards and requirements. Utilize various methods
and techniques to identify defects. Manage changes to standards
and requirements. Besides providing a technical view, this book
discusses the moral and ethical responsibility of software
engineers to ensure that the software they design and program
does not cause serious problems. Software engineers tend to be
concerned with the technical elegance of their software products

and tools, whereas customers tend to be concerned only with
whether a software product meets their needs and is easy and
ready to use. This book looks at these two sides of software
development and the challenges they present for software
engineering. A critical understanding of software engineering
empowers developers to choose the right methods for achieving
effective results. Effective Methods for Software Engineering
guides software programmers and developers to develop this
critical understanding that is so crucial in today’s software-
dependent society.
Team Geek Independently Published
Practical techniques for writing code that is robust, reliable, and easy for
team members to understand and adapt. Summary In Good Code, Bad
Code you’ll learn how to: Think about code like an effective software
engineer Write functions that read like well-structured sentences Ensure
code is reliable and bug free Effectively unit test code Identify code that
can cause problems and improve it Write code that is reusable and
adaptable to new requirements Improve your medium and long-term
productivity Save yourself and your team time The difference between
good code or bad code often comes down to how you apply the established
practices of the software development community. In Good Code, Bad
Code you’ll learn how to boost your productivity and effectiveness with
code development insights normally only learned through careful
mentorship and hundreds of code reviews. Purchase of the print book
includes a free eBook in PDF, Kindle, and ePub formats from Manning
Publications. About the technology Software development is a team sport.
For an application to succeed, your code needs to be robust and easy for
others to understand, maintain, and adapt. Whether you’re working on
an enterprise team, contributing to an open source project, or
bootstrapping a startup, it pays to know the difference between good code
and bad code. About the book Good Code, Bad Code is a clear, practical
introduction to writing code that’s a snap to read, apply, and remember.
With dozens of instantly-useful techniques, you’ll find coding insights that
normally take years of experience to master. In this fast-paced guide,
Google software engineer Tom Long teaches you a host of rules to apply,
along with advice on when to break them! What's inside Write functions
that read like sentences Ensure your code stays bug-free How to sniff out
bad code Save time for yourself and your team About the reader For
coders early in their careers who are familiar with an object-oriented
language, such as Java or C#. About the author Tom Long is a software
engineer at Google where he works as a tech lead. Among other tasks, he
regularly mentors new software engineers in professional coding best
practices. Table of Contents PART 1 IN THEORY 1 Code quality 2
Layers of abstraction 3 Other engineers and code contracts 4 Errors PART
2 IN PRACTICE 5 Make code readable 6 Avoid surprises 7 Make code
hard to misuse 8 Make code modular 9 Make code reusable and
generalizable PART 3 UNIT TESTING 10 Unit testing principles 11 Unit

testing practices
The Technical and Social History of Software Engineering John Wiley &
Sons
Software Engineering: Architecture-driven Software Development is the
first comprehensive guide to the underlying skills embodied in the IEEE's
Software Engineering Body of Knowledge (SWEBOK) standard.
Standards expert Richard Schmidt explains the traditional software
engineering practices recognized for developing projects for government or
corporate systems. Software engineering education often lacks
standardization, with many institutions focusing on implementation rather
than design as it impacts product architecture. Many graduates join the
workforce with incomplete skills, leading to software projects that either fail
outright or run woefully over budget and behind schedule. Additionally,
software engineers need to understand system engineering and
architecture—the hardware and peripherals their programs will run on.
This issue will only grow in importance as more programs leverage parallel
computing, requiring an understanding of the parallel capabilities of
processors and hardware. This book gives both software developers and
system engineers key insights into how their skillsets support and
complement each other. With a focus on these key knowledge areas,
Software Engineering offers a set of best practices that can be applied to
any industry or domain involved in developing software products. A
thorough, integrated compilation on the engineering of software products,
addressing the majority of the standard knowledge areas and topics Offers
best practices focused on those key skills common to many industries and
domains that develop software Learn how software engineering relates to
systems engineering for better communication with other engineering
professionals within a project environment
Engineer Your Software! McGraw-Hill Companies
Improve Your Creativity, Effectiveness, and Ultimately, Your Code In
Modern Software Engineering, continuous delivery pioneer David Farley
helps software professionals think about their work more effectively,
manage it more successfully, and genuinely improve the quality of their
applications, their lives, and the lives of their colleagues. Writing for
programmers, managers, and technical leads at all levels of experience,
Farley illuminates durable principles at the heart of effective software
development. He distills the discipline into two core exercises: learning and
exploration and managing complexity. For each, he defines principles that
can help you improve everything from your mindset to the quality of your
code, and describes approaches proven to promote success. Farley's ideas
and techniques cohere into a unified, scientific, and foundational approach
to solving practical software development problems within realistic
economic constraints. This general, durable, and pervasive approach to
software engineering can help you solve problems you haven't encountered
yet, using today's technologies and tomorrow's. It offers you deeper insight
into what you do every day, helping you create better software, faster, with
more pleasure and personal fulfillment. Clarify what you're trying to
accomplish Choose your tools based on sensible criteria Organize work
and systems to facilitate continuing incremental progress Evaluate your
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progress toward thriving systems, not just more "legacy code" Gain more
value from experimentation and empiricism Stay in control as systems grow
more complex Achieve rigor without too much rigidity Learn from history
and experience Distinguish "good" new software development ideas from
"bad" ones Register your book for convenient access to downloads, updates,
and/or corrections as they become available. See inside book for details.
Skills of a Successful Software Engineer O'Reilly Media
Do you Use a computer to perform analysis or simulations in your daily
work? Write short scripts or record macros to perform repetitive tasks?
Need to integrate off-the-shelf software into your systems or require
multiple applications to work together? Find yourself spending too much
time working the kink
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